DS Assignment – 3

Yash Aggarwal

1024030527

2C35

Q1. Develop a menu driven program demonstrating the following operations on a Stack using array: (i) push(), (ii) pop(), (iii) isEmpty(), (iv) isFull(), (v) display(), and (vi) peek().

CODE:

#include <iostream>

using namespace std;

bool isFull(int count,int size){

    if(count == size){

        return true;

    }

    return false;

}

bool isEmpty(int count){

    if(count == 0){

        return true;

    }

    return false;

}

void push(int arr[],int \*count,int size){

    if(isFull(\*count,size) == true){

        cout<<"Cannot enter element as stack is full\n";

        return;

    }

    int ele;

    cout<<"Please enter the element to be entered into the stack:   ";

    cin>>ele;

    arr[\*count] = ele;

    \*count += 1;

    return;

}

void pop(int arr[],int \*count){

    if(isEmpty(\*count) == true){

        cout<<"Cannot pop as stack is empty\n";

        return;

    }

    cout<<"Element popped:  "<<arr[(\*count)-1]<<"\n";

    (\*count) --;

    return;

}

void display(int arr[],int count){

    cout<<"The stack is as follows\n";

    for(int i = 0;i<count;i++){

        cout<<arr[i]<<" ";

    }

    cout<<"\n";

    return;

}

void peek(int arr[],int count){

    if(isEmpty(count)){

        cout<<"Cannot peek as stack is empty\n";

        return;

    }

    cout<<"The element at top:  "<<arr[count-1]<<"\n";

    return;

}

int main(){

    int num;

    cout<<"Please enter the size of the stack:  ";

    cin>>num;

    int stack[num];

    int count = 0;

    int option;

    while(true){

        cout<<"Please enter a number to choose a functionality:\n";

        cout<<"1. Adding an element to the stack\n";

        cout<<"2. Deleting an element from the stack\n";

        cout<<"3. To check if the stack is empty\n";

        cout<<"4. To check if the element is full\n";

        cout<<"5. To see the stack\n";

        cout<<"6. To peek at the stack\n";

        cout<<"7. Exit\n";

        cin>>option;

        if(option == 1) push(stack,&count,num);

        else if(option == 2) pop(stack,&count);

        else if(option == 3){

            if (isEmpty(count)){

                cout<<"The stack is empty\n";

            }

            else{

                cout<<"The stack is not empty\n";

            }

        }

        else if(option == 4){

            if (isFull(count,num)){

                cout<<"The stack is full\n";

            }

            else{

                cout<<"The stack is not full\n";

            }

        }

        else if(option == 5) display(stack,count);

        else if(option == 6) peek(stack,count);

        else if(option == 7) break;

        else cout<<"Invalid input\n";

    }

}

Q2. Given a string, reverse it using STACK. For example “DataStructure” should be output as “erutcurtSataD.”

CODE:

#include <iostream>

#include <string>

using namespace std;

int main(){

    string s1;

    cout<<"Please enter a string:   ";

    getline(cin,s1);

    int length = s1.length();

    char stack[length];

    int top = 0;

    for(int i=0;i<length;i++){

        stack[top] = s1[i];

        top ++;

    }

    top-=1;

    cout<<"The reversed string is:  \n";

    while(top>=0){

        cout<<stack[top];

        top--;

    }

}

OUTPUT:
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Q3. Write a program that checks if an expression has balanced parentheses

CODE:

#include <iostream>

#include <string>

using namespace std;

bool balanced(string exp,int length){

    int count = 0;

    char stack[length];

    for(int i = 0;i<length;i++){

        if(exp[i] == '(' || exp[i]=='{' || exp[i]=='['){

            stack[count] = exp[i];

            count += 1;

        }

        else if(exp[i] == ')'){

            if(count == 0){

                return false;

            }

            else{

                if(stack[count-1]=='('){

                    count -=1;

                }

                else{

                    return false;

                }

            }

        }

        else if(exp[i] == '}'){

            if(count == 0){

                return false;

            }

            else{

                if(stack[count-1]=='{'){

                    count -=1;

                }

                else{

                    return false;

                }

            }

        }

        else if(exp[i] == ']'){

            if(count == 0){

                return false;

            }

            else{

                if(stack[count-1]=='['){

                    count -=1;

                }

                else{

                    return false;

                }

            }

        }

    }

    if(count == 0){

        return true;

    }

    return false;

}

int main(){

    string exp;

    cout<<"Please enter the expression: ";

    getline(cin,exp);

    int length = exp.length();

    if(balanced(exp,length)){

        cout<<"The expression is balanced";

    }

    else{

        cout<<"The expression is not balanced";

    }

}

OUTPUT:
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Q4. Write a program to convert an Infix expression into a Postfix expression.

CODE:

#include <iostream>

using namespace std;

#define MAX 100

class Stack {

    int top;

    char arr[MAX];

public:

    Stack() {

        top = -1;

    }

    bool isEmpty() {

        return top == -1;

    }

    bool isFull() {

        return top == MAX - 1;

    }

    void push(char c) {

        if (!isFull()) {

            arr[++top] = c;

        }

    }

    char pop() {

        if (!isEmpty()) {

            return arr[top--];

        }

        return '\0';

    }

    char peek() {

        if (!isEmpty()) {

            return arr[top];

        }

        return '\0';

    }

};

int precedence(char c) {

    if (c == '^')

        return 3;

    if (c == '\*' || c == '/')

        return 2;

    if (c == '+' || c == '-')

        return 1;

    return 0;

}

bool isOperator(char c) {

    return c == '+' || c == '-' || c == '\*' || c == '/' || c == '^';

}

void infixToPostfix(const char\* infix, char\* postfix) {

    Stack s;

    int i = 0, k = 0;

    char c;

    while ((c = infix[i]) != '\0') {

        if ((c >= 'a' && c <= 'z') || (c >= 'A' && c <= 'Z') || (c >= '0' && c <= '9')) {

            postfix[k++] = c;

        } else if (c == '(') {

            s.push(c);

        } else if (c == ')') {

            while (!s.isEmpty() && s.peek() != '(') {

                postfix[k++] = s.pop();

            }

            if (!s.isEmpty() && s.peek() == '(') {

                s.pop();

            }

        } else if (isOperator(c)) {

            while (!s.isEmpty() && precedence(s.peek()) >= precedence(c)) {

                if (c == '^' && s.peek() == '^') {

                    break;

                } else {

                    postfix[k++] = s.pop();

                }

            }

            s.push(c);

        }

        i++;

    }

    while (!s.isEmpty()) {

        postfix[k++] = s.pop();

    }

    postfix[k] = '\0';

}

int main() {

    char infix[MAX], postfix[MAX];

    cout << "Enter infix expression:\n";

    cin.getline(infix, MAX);

    infixToPostfix(infix, postfix);

    cout << "Postfix expression:\n" << postfix << endl;

    return 0;

}

OUTPUT:

![A black background with white text

AI-generated content may be incorrect.](data:image/png;base64,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)

Q5. Write a program for the evaluation of a Postfix expression

#include <iostream>

using namespace std;

#define MAX 100

class Stack {

    int top;

    int arr[MAX];

public:

    Stack() {

        top = -1;

    }

    bool isEmpty() {

        return top == -1;

    }

    bool isFull() {

        return top == MAX - 1;

    }

    void push(int value) {

        if (!isFull()) {

            arr[++top] = value;

        }

    }

    int pop() {

        if (!isEmpty()) {

            return arr[top--];

        }

        return -1;

    }

};

bool isOperator(char c) {

    return c == '+' || c == '-' || c == '\*' || c == '/';

}

int evaluatePostfix(const char\* expr) {

    Stack s;

    for (int i = 0; expr[i] != '\0'; i++) {

        char c = expr[i];

        if (c == ' '){

            continue;

        }

        if (c >= '0' && c <= '9') {

            int num = 0;

            while (c >= '0' && c <= '9') {

                num = num \* 10 + (c - '0');

                i++;

                c = expr[i];

            }

            i--;

            s.push(num);

        } else if (isOperator(c)) {

            int val2 = s.pop();

            int val1 = s.pop();

            int result;

            switch (c) {

                case '+': result = val1 + val2; break;

                case '-': result = val1 - val2; break;

                case '\*': result = val1 \* val2; break;

                case '/': result = val1 / val2; break;

            }

            s.push(result);

        }

    }

    return s.pop();

}

int main() {

    char expr[MAX];

    cout << "Enter postfix expression:\n";

    cin.getline(expr, MAX);

    int result = evaluatePostfix(expr);

    cout << "Result: " << result << endl;

    return 0;

}

OUTPUT:
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